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**Цель работы:** Изучить основные принципы реализации ассоциативной памяти; построить и проверить программную модель, обеспечивающую выполнение операций поиска и выборки информации из ассоциативной памяти.

**Задание:** Написать на ЯВУ программу, которая моделирует один вид ассоциативной памяти согласно варианту в виде таблицы данных (таблицу можно брать из лабораторной работы №1). Отобразить на экране данные, хранимые в памяти, и содержимое регистров, реализовать операции сравнения согласно варианту над ключевым полем данных.

|  |  |  |  |
| --- | --- | --- | --- |
| **Вариант** | **Наличие регистра маски** | **Способы сравнения** | **Тип ассоциативной памяти** |
| 5 | + | = | с последовательной обработкой разрядов |

Код программы:

#include <iostream>

#include <array>

#include <algorithm>

template<int NUM\_OF\_BITS = 10, bool DEFAULT\_VALUE = false>

class Register

{

protected:

std::array<bool, NUM\_OF\_BITS> memory;

Register()

{

std::fill(memory.begin(), memory.end(), DEFAULT\_VALUE);

}

public:

void reboot()

{

std::fill(memory.begin(), memory.end(), DEFAULT\_VALUE);

}

bool& operator[](const int id)

{

return memory[id];

}

int size() const

{

return NUM\_OF\_BITS;

}

void fill(const std::array<bool, NUM\_OF\_BITS>& newMemory)

{

for (int i = 0; i < NUM\_OF\_BITS; i++)

memory[i] = newMemory[i];

}

virtual ~Register() {}

};

template<int N = 10>

class AIR : public Register<N, true> // address indicator register

{};

template<int N = 10>

class NSR : public Register<N, true> // nested search register

{};

template<int L = 8>

class AAR : public Register<L, false> // associative attribute register

{};

template<int L = 8>

class MR : public Register<L, true> // mask register

{};

template<int L = 8>

class MemoryWord : public Register<L, false>

{

bool isFilled;

public:

MemoryWord()

: Register< L, false>(), isFilled(false) {}

bool filled() const

{

return isFilled;

}

void clean()

{

isFilled = false;

}

void setFilled()

{

isFilled = true;

}

};

template<int N = 10, int L = 8>

class MemoryArray

{

std::array<MemoryWord<L>, N> cells;

public:

MemoryWord<L>& operator[](const int id)

{

return cells[id];

}

};

template<int N = 10>

class MRD // Multiple Response Device

{

AIR<N> \* air;

NSR<N> \* nsr;

public:

MRD(AIR<N> \*air, NSR<N> \*nsr)

: air(air), nsr(nsr) {}

void AIRtoNSR()

{

for (int i = 0; i < N; i++)

nsr->operator[](i) = air->operator[](i);

}

void NSRtoAIR()

{

for (int i = 0; i < N; i++)

air->operator[](i) = nsr->operator[](i);

}

std::array<bool, N> getAIR()

{

std::array<bool, N> result;

for (int i = 0; i < N; i++)

result[i] = air->operator[](i);

return result;

}

void rebootAIR()

{

air->reboot();

}

};

template<int N = 10>

class CompEl // comparison element

{

AIR<N> \* air;

bool elToCompare;

public:

CompEl(AIR<N> \* air)

: air(air) {}

void setEl(bool el)

{

elToCompare = el;

}

void compare(const std::array<bool, N>& cut)

{

for (int i = 0; i < N; i++)

{

air->operator[](i) &= elToCompare == cut[i];

}

}

};

template<int N = 10, int L = 8>

class CU // Control unit

{

int iteration;

MR<L>\* mr;

AAR<L> \* aar;

MemoryArray<N, L> \* memory;

MRD<N> \* mrd;

CompEl<N> \* compEl;

public:

CU(MR<L> \* mr, AAR<L> \* aar,

MemoryArray<N, L> \* memory,

MRD<N> \* mrd, CompEl<N> \* compEl)

: iteration(-1), mr(mr), aar(aar), memory(memory), mrd(mrd), compEl(compEl)

{}

bool useCompEl()

{

if (iteration == L)

{

iteration = -1;

return false;

}

if (iteration == -1)

{

std::array<bool, N> cut;

compEl->setEl(1);

for (int i = 0; i < N; i++)

cut[i] = memory->operator[](i).filled();

compEl->compare(cut);

iteration++;

return true;

}

if (mr->operator[](iteration) == false)

{

iteration++;

return useCompEl();

}

compEl->setEl(aar->operator[](iteration));

std::array<bool, N> cut;

for (int i = 0; i < N; i++)

cut[i] = memory->operator[](i).operator[](iteration);

compEl->compare(cut);

iteration++;

return true;

}

void fillAAR(std::array<bool, L>& word)

{

aar->fill(word);

}

void fillMR(std::array<bool, L>& mask)

{

mr->fill(mask);

}

void rebootAIR()

{

mrd->rebootAIR();

}

void moveAIRtoNSR()

{

mrd->AIRtoNSR();

}

void moveNSRtoAIR()

{

mrd->NSRtoAIR();

}

int findEmptyPlace()

{

int emptyPlace = -1;

for(int i = 0; i < N; i++)

if (!memory->operator[](i).filled())

{

emptyPlace = i;

break;

}

return emptyPlace;

}

void fillPlace(int place, const std::array<bool, L>& word)

{

memory->operator[](place).fill(word);

memory->operator[](place).setFilled();

}

int remove(std::array<bool, N> sRes)

{

int count = 0;

for(int i = 0; i < N; i++)

if (sRes[i] == true)

{

memory->operator[](i).clean();

count++;

}

return count;

}

std::array<bool, N> getResult()

{

return mrd->getAIR();

}

};

template<int N = 10, int L = 8>

class CAM // Content-addressable memory

{

NSR<N> nsr; // nested search register

MR<L> mr; // mask register

AAR<L> aar; // associative attribute register

MemoryArray<N, L> memory;

MRD<N> mrd; // Multiple Response Device

AIR<N> air; // address indicator register

CompEl<N> compEl; // comparison element

CU<N, L> cu; // Control unit

public:

CAM()

: nsr(), mr(), aar(), memory(), mrd(&air, &nsr), air(), compEl(&air),

cu(&mr, &aar, &memory, &mrd, &compEl) {}

bool add(std::array<bool, L> word)

{

int emptyPlace = cu.findEmptyPlace();

if (emptyPlace == -1)

return false;

cu.fillPlace(emptyPlace, word);

return true;

}

std::array<bool, N> search(std::array<bool, L> word, std::array<bool, L> mask)

{

cu.fillAAR(word);

cu.fillMR(mask);

while (cu.useCompEl());

cu.moveAIRtoNSR();

std::array<bool, N> result = cu.getResult();

cu.rebootAIR();

return result;

}

std::array<bool, N> nSearch(std::array<bool, L> word, std::array<bool, L> mask)

{

cu.fillAAR(word);

cu.fillMR(mask);

cu.moveNSRtoAIR();

while (cu.useCompEl());

cu.moveAIRtoNSR();

std::array<bool, N> result = cu.getResult();

cu.rebootAIR();

return result;

}

int remove(std::array<bool, L> word, std::array<bool, L> mask)

{

std::array<bool, N> sRes = search(word, mask);

return cu.remove(sRes);

}

};

#define out(a) for(auto x : a)\

{\

std::cout << x << " ";\

}\

std::cout << std::endl;

int main()

{

const int wn = 2;

const int wl = 4;

CAM<wn, wl> cam;

//test1

cam.add({ 1, 0, 0, 1 });

cam.add({ 1, 1, 0, 1 });

auto result = cam.search({ 1, 1, 0, 1 }, { 1, 0, 1, 1 });

std::cout << "Search test1: ";

out(result);

result = cam.nSearch({ 1, 1, 0, 1 }, { 1, 1, 1, 1 });

std::cout << "Nested search test1: ";

out(result);

std::cout << std::endl;

//test2

cam.remove({1, 1, 0, 1}, {1, 1, 1, 1});

result = cam.search({ 1, 1, 0, 1 }, { 1, 0, 1, 1 });

std::cout << "Search test2: ";

out(result);

result = cam.nSearch({ 1, 1, 0, 1 }, { 1, 1, 1, 1 });

std::cout << "Nested search test2: ";

out(result);

std::cin.get();

}

Результат выполнения:

![](data:image/png;base64,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)

Вывод: Изучил основные принципы реализации ассоциативной памяти; построил и проверил программную модель, обеспечивающую выполнение операций поиска и выборки информации из ассоциативной памяти.